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Code –

import numpy as np

# Step 1: Define the sigmoid function and its derivative

def sigmoid(x):

return 1 / (1 + np.exp(-x))

def sigmoid\_derivative(x):

return x \* (1 - x)

# Step 2: Define the training function for the neural network

def train\_neural\_network(X, y, learning\_rate, epochs):

# Step 3: Initialize the weights and biases with random values

input\_neurons = X.shape[1]

hidden\_neurons = 4

output\_neurons = y.shape[1]

hidden\_weights = np.random.uniform(size=(input\_neurons, hidden\_neurons))

hidden\_bias = np.random.uniform(size=(1, hidden\_neurons))

output\_weights = np.random.uniform(size=(hidden\_neurons, output\_neurons))

output\_bias = np.random.uniform(size=(1, output\_neurons))

# Step 4: Perform the training iterations

for i in range(epochs):

# Step 4.1: Forward propagation

hidden\_layer\_activation = np.dot(X, hidden\_weights) + hidden\_bias

hidden\_layer\_output = sigmoid(hidden\_layer\_activation)

output\_layer\_activation = np.dot(hidden\_layer\_output, output\_weights) + output\_bias

predicted\_output = sigmoid(output\_layer\_activation)

# Step 4.2: Backward propagation

error = y - predicted\_output

d\_predicted\_output = error \* sigmoid\_derivative(predicted\_output)

error\_hidden\_layer = d\_predicted\_output.dot(output\_weights.T)

d\_hidden\_layer = error\_hidden\_layer \* sigmoid\_derivative(hidden\_layer\_output)

# Step 4.3: Update the weights and biases

output\_weights += hidden\_layer\_output.T.dot(d\_predicted\_output) \* learning\_rate

output\_bias += np.sum(d\_predicted\_output, axis=0, keepdims=True) \* learning\_rate

hidden\_weights += X.T.dot(d\_hidden\_layer) \* learning\_rate

hidden\_bias += np.sum(d\_hidden\_layer, axis=0, keepdims=True) \* learning\_rate

# Step 5: Return the predicted output

return predicted\_output

# Example usage

X = np.array([[0, 0, 1], [0, 1, 1], [1, 0, 1], [1, 1, 1]])

y = np.array([[0], [1], [1], [0]])

# Train the Neural Network

predicted\_output = train\_neural\_network(X, y, learning\_rate=0.1, epochs=10000)

print(predicted\_output)

Output –

![](data:image/png;base64,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)